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# Classes and Modules Used

## ConnectFour Class

The main purpose of this class is to handle the graphics component, listen to user actions (mouse clicked) as well as act as the Main class which we run to start the game. This class encompasses a *DrawingPanel* class where we create our drawing panel and are able to initiate buttons and control their actions/ function with the action listener. This class also includes *paintComponent* which controls the graphics. This means it draws the discs, the board and the “holder” for the discs. The ConnectFour class also includes *mouseClicked* which watches where the user clicks, then calls on *placeDisc* to save the position in an array, and also listens for where the user clicks in order to determine which player’s turn it is.

ConnectFour()  
This is the constructor for the ConnectFour class. It sets the label of our window to be “Connect Four” as well as creates the *contentPane*. It then adds a *mouseListener*, and a *DrawingPanel* and *BorderLayout* to the *contentPane*. Here is also where a new object of Memory is created.

DrawingPanel()  
The *DrawingPanel* method is included in the ConnectFour class. It’s here that the basic parameters of the drawingPanel are set. This includes the size of the panel, whether it’s resizable, whether it is opaque or not, the background color and sets the layout.

The start button, end button, button to save the game and load the game are also created. An action listener is added to each of the buttons as well.

Within the action listener for start button, *actionPerformed(),* the positions array (the array to store where all the discs on the board are) is set to 0 at all positions. The Boolean flag for starting the game is set to true and a player to begin with is randomly selected using the method *Random* in class currentPlayer. Also all the “winning positions” in the winPos array is set to empty.

Within the action listener for the “Save Game” button, *saveGame()* is called (a method within class Memory) in order to save the current array representing positions into Memory.

Within the action listener for the “Load Game” button, *loadGame()* is called (also a method within class Memory) in order to obtain the positions array from the past ConnectFour game.

There is also an action listener for the button *endgame()*; which, when clicked, will cause the game window to close.

paintComponent()  
This is where the graphics are handled. A 2D graphics object is created and the basic graphics components are drawn. Each time *paintComponent* is called it is almost like resetting the graphics.

This is where the board is drawn using horizontal and vertical lines, as well as circles to represent the disk slots.

placeDisc()  
Based on which player is the current player, this method draws the appropriate coloured disk where the user has clicked as well as stores it in the positions array.

## checkWinability Class

The purpose of this class is to determine whether it is possible to win the game or not. After every move, the *check* method within checkWinability is called by class Check. It returns a Boolean value: **true** if the game is winnable or **false** if the game board no longer holds possible winning positions.

check()

This is the one and only method used in checkWinability. First, it initializes 2D array that represents the board in terms of values for each red (1), blue (-1), or none (0). These values are determined using the *duplicate* function in class checkWin, for code efficiency*.* Next, there are four different for-loops that check for types of wins:

**Horizontal Wins**
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Diagram to represent what a horizontal win look like and how the positions are determined.

Pseudo code:

for the last three rows

for the first three columns

if ( value of position 1 = value of position 2 ) or (value of position 2 = 0) and if ( value of position 1 = value of position 3 ) or (value of position 3= 0)

and if ( value of position 1 = value of position 4 ) or (value of position 4 = 0)

it is possible to for a win using these positions

**Vertical Wins**

The check for vertical wins follows a similar style to horizontal wins, except the positions are defined to be on top of one another rather than beside. If the positions all hole the same value, or 0, then it is possible to win and **true** is returned.
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There are two diagonal checks that follow similar for-loop design as the vertical and horizontal check. One is a left leaning diagonal check; the positions are represented in blue on the side diagram. The other is a right leaning diagonal check, represented in red.

## checkWin Class

The main purpose of this class is to serve for a way for the game to check if the user has won based on the moves that have been made in the game as of yet. This is done by using an array of given locations to figure out if there currently is four in a row through a series of tests. This was placed into a class of its own for the purpose of determining the win without having to be placed in the same class as the user interface, however due to the interaction, it is not able to be kept completely private. The methods that interact with the ConnectFour class are left public to allow for this interaction, however the remaining methods are not.

duplicate()

This class interacts with the *checkWin* method, in which it receives the input of the positions of arrays, with the format of three possible values stored in it to mark the colour of the counter if applicable: 1 if it is a red counter, and a 2 if it is a blue counter; 0 otherwise.

Using this, it will create a new array of the same size and type (integer), which will now contain a 1 if it is red, and a -1 if it is blue; 0 otherwise. This is done through two nested for-loops to easily access index positions and to allow easier access when writing in the positions, as shown below:

for 0< i< cols

for 0 < j < rows

if positions(i,j) is 1, then value(i,j) is 1

else if positions (i,j) is 2, then value(i,j) is -1

otherwise must be 0 so value(i , j) is 0

The purpose of this method is to provide an easy way to quickly total up the value of four positions in a row to see if they add up to a sum of 4 or -4, in which there would be a win, all without having to modify the original array of positions, which would be trickier to use when it comes to checking the positions, as two blues in a row would equal 4, which would throw off the calculation of the game. It also would be far less efficient if we simply checked each time if the positions array at a certain index contained a 1 or a 2 and added a 1 or -1 to the array used to check the wins, thus why we made this decision.

This method is public only to allow the method *check* from class checkWinability to also use it as a positions to values array converted. This is chosen simply for efficiency, since duplicating code is unnecessary if it will not be altered specifically.

getPos()

The purpose of this is to be something to interact with the ConnectFour class once it has checked to see if a winning move has been made. If this is the case, then it will return the winning positions obtained through both the setPos() method and the checkWin() method. This will then, once called upon, deliver the array, which is later used to draw the dots on the screen to show that a win has been made. It has no input variable, but receives the array winPos which is an array of coordinates of any winning moves, which is the output for this method.

setPos()

The purpose of this method is to obtain the positions array found in the checkWin() method, and return it to the getPos() method which can use it to find the winning moves, as checkWin() merely returns if either the red player or blue player has won, or if the game is still in progress. There is no or output for this method, as it merely sets the variable winPos to the input variable win, an array which receives it’s input from the checkWin class after determining that either red or blue has won.

checkWin()

This is the method that determines if any winning moves have been made. This works by using the input of the array of filled positions, and in doing so, calling upon the duplicate() method to receive the array of 1 and -1 values to figure out if there is a winning move being made. There are four possible ways for there to be four in a row: by rows, columns, left diagonal, and right diagonal. We decided to divide it up this way to check systematically if a winning move has been made, and if it has, automatically return the winning player, as opposed to checking all possible combinations and returning it at the end.

This has the input of the array of positions to calculate the wining moves, and will return the variable total, which will either be a 1, if red, or a 2 if blue. If no win has been calculated at the end, it will return a 0 to show that the game is in a draw state.

Pseudo Code:

// check rows first

for 0=<cols<6, col increasing

for 2<=row<0, row decreasing

total = value at (col,row) + (col + 1,row) +(col + 2,row) +(col+3,row)

if value = 4 or -4 then there is a win, so send the positions to setPositions,

return 1 or 2 depending

// check cols

for 5=<row<0, row decreasing

for 0<=col<3, col increasing

total = value at (col, row ) + (col, row + 1) + (col, row +2) + (col, row+3)

if value = 4 or -4 then there is a win, so send the positions to setPositions

return 1 or 2 depending

// check left diagonal

for 6 >= col > 2; col is decreasing

for 5 >= row > 2; row is decreasing

total = value at (col, row) + (col – 1,row – 1) + (col – 2,row – 2) + (col – 3,row – 3)

if value = 4 or -4 then there is a win, so send the positions to setPositions,

return 1 or 2 depending

// check right diagonal

for 0<=col<4, col is increasing

for 5 >= row > 2, row is decreasing

total = value at (col, row) + (col+ 1,row – 1) + (col+ 2,row – 2) + (col + 3,row – 3)

if value = 4 or -4 then there is a win, so send the positions to setPositions,

return 1 or 2 depending

return 0 to show no win.

## Check Class

By being called on by ConnectFour every time a valid move is made on the board, this class controls the winning status of the game. First, it uses checkWinability in order to figure out whether the board will allow for any more wins. If it returns true, then checkWin is used to check for an actual win, rather than just a potential one. If yes then the game ends and the winner is displayed using showWin. If no, then the users are able to continue playing the game. If checkWinability had returned false, Check would then stop the game and change the status of the game from “Game in Progress” to “GAME OVER”.

Update()

This method is called on whenever a move is being made, so the first thing it does is implement the gravity concept to make sure all disks are supported by others below them. Then, Update() does the following:

![](data:image/png;base64,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)

returnPos() and returnTotal()

Return global variable pos and total which represent the winning positions of the game, if won, and the value representing which player won – respectively.

## Memory Class

This class is used to save the current game state into a text file, through the use of the saveGame() function, so the user could resume the game that they saved by a click of a button, through use of the loadGame() function.

saveGame()

This method uses a FileWriter and a nested for-loop inside another one to write every item in the 2-d array that is the game board. This method throws the IOException in case there is a problem with the output.

loadGame()

Using a while loop, this method takes in every line in “savedGame.txt” and returns a 2-d position array that is sent back into the main class for use. Throws the FileNotFoundException in case the text file is not found.

## PlaceDisk Class

This is a simple class that is used by the class Restore, handling the GUI aspect of placing the stored disks onto the game board.

The updateArray() method send the stored positions to the current positions, while place() takes in two parameters:

* Point P – the coordinate of the user’s mouse click
* String player – the current player indicated by “Red” or “Blue

## Restore Class

The purpose of the Restore class is to load a past game from memory in order to resume playing. This is done by retrieving the past array from Memory and setting the current array to be equal to it. This class also uses the class PlaceDisk in order to display the restored game onto the board game.

getArrays()  
This method creates an object of the Memory class as well as an object of the PlaceDisk class. A variable called newArray is set equal to the array from the past game. The old array is obtained by the function *loadGame()* from the Memory class. updateArray is then called, passing the newArray through it in order to fully load the past game.

## currentPlayer Class

This class handles whether the current player is Red or Blue simply by creating a private global variable which hold a string “Red”, “Blue” or “None” and manipulating/referring to that variable through methods which are called by other classes such as ConnectFour.

setPlayer()

This is a private method which takes in a parameter String string and equates currentPlayer to it. This is used when the method *Random()* determines a random player, which is needed for the start of the connect four game.

getPlayer()

This method is used a function to alternate the players. If the currentPlayer is None, *Random()* is called and a random player is assigned to the game. This player is returned and the first turn commences. If currentPlayer holds Blue, then the get method will change it to Red and return. The opposite happens if it currentPlayer is Red. This is used in the class ConnectFour where every turn is automatically set to the other player in the game, in order to prevent an uneven balance in turns between the players.

Random()

This private method randomly generates a number between 1 and 2 into an integer variable. If the result is 1, *setPlayer()* is used with the parameter being “Blue”. If 2, then the parameter is “Red”.

## showWin Class

The intended purpose behind this class is to display if there is a change in the status of the game. Position of the tiles are sent to the showWin class from the ConnectFour class. This class will then determine if there is one of three possible outcomes being achieved. This is done through the use of the following three methods.

show()

The purpose of this method is to use information from the ConnectFour class to determine if there is a change in the status of the game. The input of this method is the positions array, which contains whether there is a red, blue, or no tile in a certain position to better determine if a win has been made. This is done through the use of 3 different if statements to show the three different possibilities, as seen in the pseudo code below:

*If total is one or two*

*If one then set colour of progress text to red then display ‘Red Wins’*

*Else If two the set colour of progress text to blue then display Blue Wins’*

*Else if total is zero then draw game, and display progress text as such in purple*

*Else, game is still in progress, and keep that as status*

This method then sends the colour of the text to the *setColour()* method which will be called upon later from the ConnectFour class. After this, the class will return the progress of the game to ConnectFour so the text will update accordingly.

setColour()

Will get the colour from the *show()* method, and set the colour variable in the class to what it received. This is necessary so the colour can be sent back to the ConnectFour class so the colour of the text displayed can be updated.

getColour()

This method is what will be called upon by the ConnectFour class so it will receive the colour of the text. There is no input, but the output will be the colour. This is necessary as it was one of the simplest way to send the colour back, as all of this is done in a separate class as opposed to being done in the main class to prevent cluttering.

# Public Entities

## ConnectFour Class

*ConnectFour()*This is a constructor so it must be set as public.

## Restore Class

*getArrays()*  
getArrays is public in order to be accessed when the user clicks “load game”. The method needs to be accessible by ConnectFour within the load button action listener. It also calls on Memory and PlaceDisk which adds to the fact why it is public.

## checkWin Class

There are no public variables in this class that interact with the entire class as a whole. While the majority of items in this class are private, there are a few public methods as they are the ones that directly interact with the ConnectFour class and need to remain public to do so.

getPos()

This method is public as it interacts directly with the ConnectFour class. If the ConnectFour class receives knowledge that a win has been obtained, it will send for this class to determine what the winning positions are to be able to draw the black dots to show the win. This method only uses the private variable winPos to return the positions, which will be discussed later on.

*checkWin()*

As this method calculates the winning score if applicable, it is public. However most of the variables that it uses are private. There are four loops that check the four different types of wins, by rows, columns, left diagonally, and right diagonally, and in doing so, there are two variables that are used for indexing, which are row and col. These two variables are re-declared in each set of for-loops based on the values they need to hold to properly search all possible combinations, and do not interact with any of the other methods outside the individual set of loops.

There is also a variable value, which is a 2D array that holds the same positions as the positions array, except instead of a 1 or 2 for red or blue, it holds a 1 or -1, so the variable total can add up what is in each position to return the according total. This is public due to the fact that it involves the original positions array from the ConnectFour class, and is sent to duplicate() to be made into the version it is now.

## Check Class

This class only consists three public methods: Update, returnPos and returnTotal. These methods are made for the sole purpose of sending private information from Check class to ConnectFour class.

## currentPlayer Class

This class includes only one public method.

*getPlayer()*

This method is accessed multiple times by ConnectFour in order to declare and reset the current player name as the game runs. Thus, it needs to be public.

## showWin Class

There is one variable that is used publically throughout the entire class, and that is the variable *x*, that is of a type ConnectFour to allow access to this class and to its variables. For the most part, the variables in this class belong to ConnectFour, so when called upon it is done so as the following:

*x.colour = Colour.blue;*

This is done so we do not need to recreate each variable that we need, and at the end, we only need to send back those that are relevant. There are two variables that use the following manner, and those are *colour* and *progress,*  so we can send back the status of the game to be displayed with the proper text and colouring.

*show()*

This class is public essentially for the above reasons. We need to be able to display the correct status of the game, so using the positions array and the total score of the game, we can properly determine whether a win has happened, and if that is a red or blue win. This method also interacts with the setColour method, a private one, to send back the proper colour of the status of the game for later access by the getColour method from ConnectFour.

*getColour()*

The getColour() method interacts directly with ConnectFour thus the reason that it remains public. This method is rather simple in which it sends back the private variable *colour* to ConnectFour, which can be one of four colours: black, red, blue, or magenta.

## Memory Class

*saveGame()*

This method must be public as the main class needs to call on this method since button clicks are handled in the main class.

*LoadGame()*

Like the saveGame() method, the class ConnectFour must be able to call on this method in order to load the game.

# Private Entities

## ConnectFour Class

Since this class is the main user interface class, the majority of items in it are public, including variables and methods. One private variable is the DISC\_RADIUS variable which contains the size of the circle, so that it cannot be modified by any other classes.

*DrawingPanel()*

This class is private due to the reasoning that we do not want the drawing of the board to be tampered with. In addition to this, it also contains the buttons and their action listeners, which determine what happen when each button is to be clicked, and that is something we want to remain free of outside influence.

## CheckWin Class

There are two variables that are used privately throughout this entire class. The first is *total*, a variable that helps determine if the score of the game is equal to either 4 or -4, in which a win has been obtained, however it is used in majority by the public checkWin() method. The second is the *winPos* array, which starts off as empty, but in the case that a win has been achieved, it is filled with the coordinates of the winning positions to later be accessed by ConnectFour so black dots can be drawn over these spots.

*duplicate()*

This method reads in the positions from checkWin, and uses a variable value to get the positions with 1, -1, or 0 depending on its status. However despite this, it does not have any private variables, as this is the only one it uses. The main reason for its private status is so that is cannot be accessed from other classes to tamper with this or allow it to be modified by others. This will help ensure the integrity of the game.

*setPos()*

This method mainly just sets the currently empty winPos array to the winning positions to be accessed later by getPos, to be sent back to ConnectFour. It is private to help ensure that the winning positions are properly maintained and not modified by any other classes along the line.

## showWin Class

The first thing about this class that is private is the variable colour, as it is accessed throughout the class, however we only want the colour’s value to be accessed internally due to the fact that it shows the colour of the winner on the User Interface. This variable is mainly used by the *setColour* method and the *getColour* method (previously mentioned).

*setColour()*

The main purpose of this private class is to set the colour to that determined by the *show()* method to properly display the colour of the entire progress section to prevent tampering by any other classes. There is very little else to this method, as this was its only purpose.

## currentPlayer Class

This class holds a private variable of type String which is used to represent the name of the current player. It is private simply because it only needs to be accessed by three methods of the same class. Those methods include two that are also private.

*setPlayer()*

This method simply deals with setting and resetting the global variable within the class. Since does not need to be accessed by any other class, it is private.

*Random()*

Although the game requires the first player to be randomized, this function does this privately and sends its information to the public function *getPlayer()* of the same class.

## PlaceDisk Class

This class revolves around a private variable DISC\_RADIUS of type int which represents the radius internally and does not need to be accessed by any other classes.

# The Uses Relationship
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# Review of Our Design

# Testing

Gravity

For the last version of the game, the disc was supposed to appear exactly where clicked. However, this time the game is following more rules, and a disc unsupported by one underneath must keep going down the rows until it is either supported by another disc or hits row 0, at which point it is supported by the base. The code for enabling gravity simply uses a for-loop to recursively ensure that for rows 1-5, there must be a pre-existing disc right below it. Otherwise it will go down the row until it finds support. This is very important to check, because when connect four is played outside of the virtual world gravity already exists and pulls down any unsupported pieces. It is physically impossible for a piece to float above an empty space and then for another piece to somehow be added to that empty spaces. The online game must match the pre-existing, original game, thus gravity must factor into our version of connect four. Since we are not yet expected to implement Junit Test Cases for this course, we manually tested for various cases. We clicked on various rows of an empty column and ensured that it never ‘floated’ or overrode any existing disc by ‘falling’ too far down. We clicked the disc into places where it was supported in the clicked position by a disc, or by the base. The tests all passed. We created gravity in the virtual world of connect four

Game in Progress Status

Our code has a Boolean variable ‘start’ that, when true allows the players to make their moves, thus signifying a game in progress. Therefore, when ‘start’ is true, the words “Game in Progress” should be displayed on the screen, right above the ‘board’. This alerts the players that a game is already in progress and they don’t necessarily have to start a new game because the current game does not have a result yet. The Boolean ‘start’ is false when either the game has yet to start, when someone has won the game, or the game ended in a draw. In any of these cases, since the ‘start’ Boolean is false, the “Game in Progress’ banner will not be shown on screen, as a game will not be in progress. It can be checked by playing the game, and ensuring that the banner is only on screen when it is possible to make a move – i.e. from new game until a draw is reached or a winner is decided.

4 types of winning

When playing a game of connect four, there are 4 possible ways to win a game. Right diagonal, left diagonal, vertical and horizontal. If a player gets four in a row in any of these configurations, she wins the game. Our code uses a class called CheckWin to check for wins. It used a nested for-loop to go through rows and columns, thus exhausting every possible location. Starting at the bottom, the loops check for 4 types of behaviours. The vertical win check checks that for every disc, whether or not there are 3 more disc of the same colour right on top of it. The horizontal win checks that for every disc, whether or not there are 3 discs of the same colour beside it. Right diagonal checks for 3 discs, each one slot to the right and one row above. The left diagonal does the same, but checks for discs located one column to the left and one row above. The code for this is checked with counter and for-loops as mentioned. Horizontal checks that column + I in a row is the same color from I = 0 to I = 3. Vertical checks for row + I in a given column. Right diagonal checks for col + I and row – I from a given point col, row. Left diagonal checks for col - I, row – I from a given point row, col. For these checks I is always a counter from 0 to 3 since we need to check for 4 in a row. This is very important to be checked because it determines the winner of the game. If CheckWin did not happen regularly, it is possible that both teams make winning moves, and then the game is a draw, when in reality one of the 2 people should have won, thus making the output inaccurate. This can be checked by playing the game a few times, make sure that the game is played and won at least 4 times in 4 different ways. Once CheckWin determines that a game is won, the Boolean ‘start’ switches to false, the “Game in Progress” banner is removed and the players can no longer make any moves, besides clicking the ‘New Games; button for a rematch.

Show Winning Line

When playing Connect Four in the real world, there’s no advanced technology involved, so a winning connection tends to blend in with the other discs until pointed out by the player that placed the winning disc. With our version of the code, we believe that no potential wins should be ignored, as that is what the assignment requires of us. Therefore, when CheckWin finds a win, it calls on the “ShowWin” class to show that win. The showWin class then prints a black dot in the centre of the winning connection. This is implemented by collecting the values from the nested for-loops used to check for wins. The 4 coordinates are passed on to the showWin class which then prints a smaller, black circle in the four winning places. This is important to show the players that 4 discs have been connected and that the player connecting those discs has won the game. This can be checked by playing the game, and ensuring that someone actually wins and that the game does not end in a draw.

Winning Statuses

When one colour wins, it is not sufficient to simply mark the winning connection on the board. The win has to be made official with the “Blue Wins” or “Red Wins” banner above the board, replacing what used to be the “Game in Progress” banner. The code checks what color the connected discs are and prints the respective banner. This is important to reinstate the winner of the game. It can be checked by playing the game, and ensuring that the winning colour is declared as soon it wins.

Game Over

The checkWinnability class checks the game while its still running. It uses the same nested for-loop from the CheckWin class as detailed above, however the way it is used is slightly different. While CheckWin looks for 4 discs of the same colour in the right position to check for a win, checkWinnability checks for possible wins. It divides the number of remaining spaces in half to allocate some each color. It then runs through the for-loops to essentially check wins. But where It is possible to complete a connection, the loop continues to run. If it is impossible to complete any connections existing connections, or if they just don’t exist, then it is impossible to win the game, and a banner showing “Game Over” is shown above the board. This is important because if the players are playing competitively, they don’t have to keep making moves on a game in which there will be no winner. They have the option of starting a new game to try again. This, like most other functions can only be checked by playing the games. This will require a bit of mind work to set it up in a way that will definitely lead to a draw. Keep track of when it becomes impossible to win and ensure that the program gives the same result.

Saving/Restoring

The save/restore button is used to essentially pause a game and access it later. The save button saves the progress of the current game. After that the player can choose to start a new game – or 10. When the players decide to return to that game they simply have to click the new game button and then the load game button. Now they’ve essentially pressed play on the game they’d paused earlier. This is one feature that’s exclusive to the online version of the game. The real game does not have this option. This allows Player A to hold his place with Player B while playing a game with Player C. The buttons can be tested by clicking “New Game”, playing a few moves of the game, clicking “Save Game”, “New Game” and then playing as normal. When the saved game needs to be accessed, simply click “New Game” and then “Load Game”.

New Game

New game is the button at the side of the board that resets the game to the initial start position. It calls on the base functions to set up the foundation of the game, ready for one of the players to make the first move. This is important not only to initially start a game, but also to start another game at the end of the current one. Whether someone won, there was a draw, or someone managed to cheat, the new game button essentially wipes the slate clean. It is very easy to test by simply pressing the button in various stages of the game.

Random and Alternating

The current player class decides who the active player is. I.e it decides which player will be making the next move. At the very start of every game, the first player is initialized randomly. Both blue and red have an equal chance or making the first move. However, once the player is chosen and has made their move, the class also ensures that the active player is switched. This ensures that each player get to make exactly one move at a time. This is important because it is how the real game of connect four works, The players must alternatingly take turns to make a single move. In order to check that the code is doing this, simply play the game and make sure that each person makes exactly one move, before the program switches the next player to active and the current one to passive.